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Introduction 
My name is Patrick-DƛƭƭŜǎ aŀƛƭƭƻǘ ŀƴŘ L ŀƳ ŀǳǘƘƻǊƛȊŜŘ ōȅ .ŜƘǊƛƴƎŜǊ ǘƻ ǇǳōƭƛǎƘ ŀƴŘ Ƴŀƛƴǘŀƛƴ ǘƘŜ άh{/ 

wŜƳƻǘŜ /ƻƴǘǊƻƭ 5ƻŎǳƳŜƴǘŀǘƛƻƴ ŦƻǊ ²LbDέΣ ȅŜǘ L ŀƳ ƴƻǘ ŀ aǳǎƛŎ¢ǊƛōŜ ŜƳǇƭƻȅŜŜΦ   

In 2019, Behringer has been designing a whole new digital mixing desk they would later call άpersonal 

mixing consoleέ. The WING was unveiled to the general public between in November 2019 and first 

shipments took place in December. As to why calling it a άpersonal Mixing Consoleέ, here is a perfectly 

valid answer from one of the fathers of the console: άA fundamental idea of WING was providing a high 

level of customization options to the engineer, allowing to adapt the console surface to his personal 

preferences and needsέ. 

The WING console was awaited by a number of X32 and M32 users as it carried the promise of new 

features, long expected since the first release the X32 and M32 family of digital mixing desks. It seems the 

WING receives a warm welcome from the community. 

 

 

General features of the WING console 
The Behringer WING provides 48-channel, 28-bus mixing with 24 motorized, touch-sensitive faders and a 

large 10έ capacitive-touch LED screen. The desk is designed for live performance, live and studio 

recording, touring sound, A/V, club installs, and more. Three separate fader sections and a custom 

controls section can be easily and intuitively tailored to personal requirements.  

WING focuses on sound sources as the reason for any mixing, having properties like headamp gain, 

phantom power, source mutes and metering. Sources can be personalized with color, icon, name, and 

several tags for grouping and filtering purposes. The 48 inputs and 28-channel bus mixes can all be in 

mono/stereo or mid-side modes, keep headamp parameters like gain and phantom power, and with 

specific source mutes and metering and provide dynamics, EQ and FX processing. They can also be 

personalized with their own color, icon, name, and several tags for grouping and filtering purposes.   

WING input channels provide low-cut & high-cut filters, tilt-EQs, all-pass or Sound Maxer, in addition to a 

6-band parametric EQ. All buses, matrices, and mains feature 8-band parametric EQ. All channels and 

buses can also load high-end simulations modeled from hardware devices such as Pultec EQ, SSL Bus 

Compressor and Gate/Expander, SPL Transient Designer, Neve EQ, Compressor and Gate, Focusrite ISA 

and D3, DBX160, LA-2A, 1176, Elysia mPressor, Empirical Labs Distressor, and more. The built in FX rack 

supports 8 true stereo processors including TC VSS3 algorithms, Lexicon, Quantec, and EMT emulations. 

Other processing includes modulation, equalization, dynamics, and nonlinear effects and four guitar 

amplifiers with cabinet simulations. A maximum of 16 stereo inserts can be used for applying internal FX 

or outboard processing to input channels or buses. 
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The channel editing section provides instant channel status overview and flow of operation. It allows 

working on the selected channel processing, even when the main display is used for something 

completely unrelated. Touch-sensitive rotary controls allow you to display the most relevant information, 

all at your fingertips.  

The central Custom Controls section offers user-assignable controls including 4 rotary encoders and 20 

buttons with 2 LCDs that can be set as functions readily available. A big rotary wheel offers fine-

adjustments of up to 8 user parameters or can be used for DAW remote control via USB MIDI. The control 

configuration also includes predefined functionality for USB and SD-card recorder transport, show control 

and mute groups. 

WING includes 8 original MIDAS PRO microphone preamps and 8 XLR outputs with professional quality 

specifications. 8 TRS line auxiliary ins and outs help bring in signals from media players or computers. A 

brand new StageCONNECT interface allows connecting breakout boxes and delivers up to 32 channels of 

low-latency input or output over a single standard XLR microphone cable. 

WING can accommodate 374 inputs and 374 outputs thanks to 3 AES50 SuperMAC audio networking 

ports, which connect to digital stageboxes. In addition, 144 input and 144 output streams can be shared 

with other mixing consoles. There are 48 channels of USB audio and 64 channels of Audio over IP (AoIP 

module optional), plus AES/EBU stereo I/O. The WING expansion card slot features the LIVE SD recording 

card with 64x64 channels of audio or can accommodate option cards for various standards such as ADAT, 

MADI, DANTE, and WSG. 

All digital processing takes place on 40-bit floating point Digital Signal Processors, at 48 or 44.1 kHz, with a 

1ms round-trip latency. 

WING provides MIDI In/Out and 2x2 GPIO (General Purpose Input Output) that can be used as console 

event triggers and external show controls. 

Automixing is also implemented, with 2 groups of gain sharing on any 16 input channels. The management 

of the respective input channel gains depends on the levels received, reducing the sum gain in the group 

to maintain intelligibility and low noise during meetings, ideal when several speakers are collaborating to 

corporate events, panels, broadcast applications or house of worship. 
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Sources vs. Inputs 
Unlike many digital or analogue desks, WING makes a clear separation between Sources and Input 

channels; Normally, consoles focus on input numbers assigned to channels and auxes.  

WING is offering a different perspective by focusing on the Source as the reason for any mixing. Sources 

can be in mono, stereo or mid-side1 mode, own headamp parameters like gain and phantom power, with 

specific source mute and metering. They can also be given a color, icon, name and several tags for 

grouping and filtering purposes. All of this describes the actual Source first, before being patched to Input 

channels which focus on processing or mixing. 

Sources can be labelled using the WING Co-Pilot app or other means such as OSC protocol described later 

in this document or the wapi function calls2, and no matter if the signal is patched to a channel, to SD 

recording or to any other output, it can always be referred to as its assigned Source label. 

 

 

 

 

 

 

 

Notes 

The internal real-time clock (RTC) is powered by a super-capacitor. If the WING is powered off for more 

than about two weeks it will most likely lose its clock data. 

 

1 Mid/Side processing is a highly effective way of making adjustments to the spatialization perception of a mix or master. The Mid 

channel is the center of a stereo image. When the Mid channel is boosted, the listener perceives a more centered (mono) sound 

to the audio. The Side channel is the edges of a stereo image. When the Side channel is boosted, the listener perceives a more 

spacious (wider) sound to the audio. 
2 Described in a separate document. Refer to https://github.com/pmaillot/wapi 
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WING Internal Data 
 

Like all digital or programmable devices, WING relies on an internal set of parameters that are 

stored/saved in non-volatile memory. This enables you to find the console in the same state you left it 

when powering it OFF. 

WING data set is very large, and in line with the many features the console offers. Each button, each 

attribute, color setting, effect, parameter, etc. can be found as an internal variable. 

The WING tree is more than 25000 elements! In order to organize this large set of internal variables, 

WING uses a hierarchical tree of data, stating with a root and dispatching parameters into logical groups 

(sub-trees or branches) until the last element (leaves) that represent the actual parameter. 

For example, the fader  associated to channel 1  is part of the channels  sub-tree, and is one of the many 

attributes of channel 1. The channel sub-tree is part of the audio - engine , itself at the root  level. 

A quick representation would be as shown below: 

 

 

Computers use specific data structures to represent trees. WING uses one of them, based on JSON3 

notation. It is important to know/understand the list of sub-trees (nodes), and leaves (parameters) WING 

contains as this is how you can access to data. More detail on the WING data set is provided in appendix. 

 

 

 

3 JavaScript Object Notation: an efficient way to represent structured objects. Also used as a data-interchange format. 
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WING File System 
At the difference of the X32, WING can be directly connected to a computer via USB; There are two ways 

WING can be visible to your computer, depending on the setting of the 3%450γ'%.%2!, screen (shown 

below): 

 

 

WING can be seen as an OS PARTITION, or a directory where you can deposit the FW release you will use to 

boot from at next power up or reboot. Use with caution! 

If the choice in 3%450γ'%.%2!, is set to DATA PARTITION, the connected WING presents itself as an external 

disk drive. Therefore, the standard cautions apply when connecting and more important, disconnecting 

from the computer; Ensure you unmount the WING file system to avoid losing data. 

 

When connected, the WING file system is as follows (nodes in bold are real folder names): 
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Below is a screenshot of the consecutive opening of directories ÌÉÂÒÁÒÙγÇÌÏÂÁÌÓγÃÈÉʍÐÒÅÓÅÔÓ, and 

opening file SFHJ.chn (a JSON structure file), the PC being in DATA ACCESS mode over a USB connection: 
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Remote communication with WING 
WING communicates via ports 2222 [native UDP, TCP] and 2223 [O SC, UDP] ; 

Initiating a communication with WING starts with sending the 5 bytes [UDP] datagram WING? to the IP  of 

your WING, port 2222. 

WING will reply to the requesting IP  and port  with the following datagram: 

 

ƥWING,Ʀ [c_ip] ƥ,Ʀ [c_name] ƥ,Ʀ [c_model] ƥ,Ʀ [c_serial] ƥ,Ʀ [firmware]  

where 

[c_ip]   e.g. ƥ192.168.1.62 Ʀ 
[c_name]   ascii characters  
[c_model]  ƥngc- full Ʀ (standard Wing console)  

[c_serial]  serial number (ascii)  

[firmware]  version string (ascii)  

 

 

General OSC communications take place over communication port 2223 

Number of simultaneously connected applications 
WING can simultaneously ŎƻƳƳǳƴƛŎŀǘŜ ǿƛǘƘ ǳǇ ǘƻ мс Ψconnected ŎƭƛŜƴǘǎΩΤ ¢ƘŜ ŎƻƴǎƻƭŜ ǿƛƭƭ ǊŜƧŜŎǘ ŦǳǊǘƘŜǊ 

connection requests, if the maximum number of simultaneous connections (16)  is reached. 

²Ƙŀǘ ǿŜ Ŏŀƭƭ ΨŎƭƛŜƴǘǎΩ ŀōƻǾŜ ǊŜŦŜǊ ǘƻ ŀŎǘǳŀƭ TCP ports that communicate with the console. Some 

applications may use several ports and this will reduce the actual number of applications that can 

simultaneously connect and communicate with WING. 

UDP ŎƻƳƳǳƴƛŎŀǘƛƻƴǎ ǎǳŎƘ ŀǎ ǳǎŜŘ ŦƻǊ h{/ Řƻ ƴƻǘ ƘŀǾŜ ǘƘƛǎ ƭƛƳƛǘŀǘƛƻƴΣ ōŜƛƴƎ άŎƻƴƴŜŎǘƛƻƴ-ƭŜǎǎέ 

At the tƛƳŜ ƻŦ ǘƘƛǎ ŘƻŎǳƳŜƴǘΣ ²LbDΩǎ h{/ ǊŜƳƻǘŜ ǇǊƻǘƻŎƻƭ ŜƴŀōƭŜǎ м όƻƴŜύ ŎƭƛŜƴǘ ǎǳōǎŎǊƛōƛƴƎ ǘƻ Řŀǘŀ όǎƻ 

ŎŀƭƭŜŘ άǳƴǎƻƭƛŎƛǘŜŘέ ƳŜǎǎŀƎŜǎύΦ {ǳōǎŎǊƛǇǘƛƻƴǎ ƘŀǾŜ ǘƻ ōŜ ƪŜǇǘ ŀƭƛǾŜΤ ǘƘŜȅ ŀǳǘƻƳŀǘƛŎŀƭƭȅ ŘƛŜ ŀŦǘŜǊ мл 

seconds. 
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Access to WING Internal Data from remote programs 
WING offers several remote protocols with the capability to access (read or write) parameters of its 

internal structures and take full advantage of the numerous features of the digital desk, including remote 

control. One of them is WIbDΩǎ native (binary) interface and is covered in a separate document.  This 

document focuses on OSC.  

WING hosts an OSC compliant remote protocol server that offers access to the full set of features of the 

desk. 

OSC Remote Protocol 
WING includes an OSC Remote Protocol server. This enable easy access to remote features for many 

professional, sound applications and extensions offered by third parties. 

OSC remote control enables reading and modifying (if possible) all parameters included in the ae_data  and 

ce_data  JSON structures; In order to allow this, ce_data  parameters are included under the $ctl  subtree in 

the main parameter tree. 

WING OSC server implementation complies with the OSC standard4 and proposes several ways to access 

data, parameters and features. As all OSC compliant servers, the WING OSC server runs in the console and 

will reply to UDP on a specific port: 2223.  

When using standard UDP communication, connected clients will be replied onto their calling port. A 

specific feature enables WING to reply to a UDP port specified by the connected client, as explained later 

in this document. 

OSC Data Types 
In compliance with the OSC standard, WING supports the following types:  

int32  (32bits, bi-endian),  

float32  (32bits, IEEE 754, big endian), 

string  (non-null ASCII characters followed by a null, followed by 0-3 additional null characters to 

make the total number of bits a multiple of 32),  

blob  (An int32 size count, followed by that many 8-bit bytes of arbitrary binary data, followed by 

0-3 additional zero bytes to make the total number of bits a multiple of 32).  

 

 

4 See http://opensoundcontrol.org/spec-1_0 
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As specified in the OSC standard, the unit of transmission of OSC is an OSC Packet. Any application that 

sends OSC Packets is an OSC Client; WING embeds and runs an OSC Server. 

 

An OSC Packet  consists of its contents, a contiguous block of binary data, and its size, the number of 8-bit 

bytes that comprise the contents. The size of an OSC packet is always a multiple of 4. 

In the case of WING, the contents of an OSC packet is always an OSC Message, i.e. OSC Bundles are not 

supported. Note that wƛƭŘŎŀǊŘǎ όǘƘŜ ǳǎŜ ƻŦ Ψ?Ω ŀƴŘ Ψ*Ω ƛƴ !ŘŘǊŜǎǎ tŀǘǘŜǊƴǎύ ŀǊŜ ƴƻǘ ŀƭƭƻǿŜŘ. 

An OSC Message consists of an OSC Address Pattern  followed by an OSC Type Tag String  followed by zero 

or more OSC Arguments. Some older implementations of OSC may omit the OSC Type Tag string and WING 

supports this.  

OSC Address Patterns  ŀƭǿŀȅǎ ǎǘŀǊǘ ǿƛǘƘ ǘƘŜ ŎƘŀǊŀŎǘŜǊ Ψ/ΩΦ 

OSC Type Tags can be i, f, s, b  for int32, float32, string and blob, respectively 

OSC Arguments consist in a single or a contiguous sequence of the binary representations of each 

argument 

The maximum UDP packet size is 32k bytes. 

WING OSC Messages 
In the following paragraphs, we assume a communication link exists between WING and a client program, 

and communication takes place with a WING console at a known IP address, using UDP on port 2223.  

In the text shown below, the character ƥʊƦ will represent a NULL byte (\ 0). Patterns - >W and W- > represent 

data sent to WING and data received from WING followed by the actual number of bytes transmitted or 

received, respectively. 

 

wŜǘǊƛŜǾƛƴƎ ²LbD ŎƻƴǎƻƭŜ ƛƴŦƻǊƳŀǘƛƻƴ Ŏŀƴ ōŜ ŎƻƳǇƭŜǘŜŘ ōȅ ǎŜƴŘƛƴƎ ǘƘŜ h{/ !ŘŘǊŜǎǎ tŀǘǘŜǊƴ ά/?έ 

- >W,    4 B: /?~~  
W- >,   80 B: /?~~,s~~WING,192.168.1.71,PGM,ngc - full,NO_SERIAL,1.0 7.2 - 40- g1b1b292b:develop~~~~  

 

The actual Byte exchanges are displayed below (OSC is a binary protocol) 

- >W,    4 B: 2f3f0000  
W- >,   80 B: 

2f3f00002c73000057494e472c3139322e3136382e312e37312c50474d2c6e67632d66756c6c2c4e4f5f53455249414
c2c312e30372e322d34302d6731623162323932623a646576656c6f7000000000 

 

The line below is using a more compliant OSC format, and will result in the same answer 

- >W,    8 B: /?~~,~~~  
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Reading (Get) Parameter and Node data 
There are two mains ways to gain access to WING data: using one-parameter-at-a-ǘƛƳŜ ƻǊ ǳǎƛƴƎ άƴƻŘŜǎέΦ 

²LbD άƴƻŘŜǎέ ŀǊŜ ŀ ƎǊŜŀǘ ǿŀȅ ǘƻ ŀŎŎŜǎǎ ƳǳƭǘƛǇƭŜ ǇŀǊŀƳŜǘŜǊǎ ŀǘ ŀ ǘƛƳŜΣ ŀƴŘ ǘƘŜǊŜŦƻǊŜ ƳŀȄƛƳƛȊŜ 

communication bandwidth with the console. Nodes are represented as string OSC Data Type and are zero 

terminated (\ 0 byte ending the string). 

Nodes are also a good way to discover WING parameters, as they offer easy access to the full map of the 

JSON internal data structures.  

We show below ²LbDΩǎ first layer of JSON structure, and starting at the root, retrieved using OSC. 

- >W,    4 B: /~~~  
W- >,  116 B: 
/~~~,ssssssssssssssss~~~$stat~~~cfg~$syscfg~io~~ch~~aux~bus~main~~~~mtx~dca~mgrp~~~~fx~~cards~~

~play~~~~rec~$ctl~~~~  

 

Retrieving a WING single parameter is quite easy: You have to ensure your OSC request points to a leaf of 

the JSON structure (i.e. there is no more hierarchy data after the current one). This is the case for the 

fader value of a channel strip for example, or its mute state. Channel Strip 1 fader is represented as 

follows:  

  

 

Or ƧÃÈƨƳƨʦƨƳƨÆÄÒƨ, which translates to OSC Address Pattern /ch/1/fdr:  

- >W,   12 B: /ch/1/fdr~~~  
W- >,   32 B: /ch/1/fdr~~~ ,sff~~~~ - oo~[0.0000] [ - 144.0000]  

 

In the example above, the data [0.0000][ - 144.0000]  are ascii interpretations of two 32bits big-endian 

float data values, each represented on 4 bytes as binary. The binary data actually received is as shown 

below, and in order to ease the reading of numerical information in this document, we use readable 

values in brackets rather than the actual binary data. The color highlights are there to help distinguish 

data elements. 

W- >,   32 B: 2f63682f312f666472000000 2c736666000000002d6f6f00 00000000c3100000 
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Depending on the OSC Address Pattern, WING returns ',s ' for strings or enums, ',sff ' (ascii, raw pos, float 

value) for floats, ',sfi ' (ascii, raw pos, int value) for ints. In the example above, fader position is a float and 

WING returns the ascii representation, the raw [0.0..1.0]  data and the actual float value in dB. 

Similarly, requesting the mute state of channel strip 1 would return: 

- >W,   12 B: /ch/1/mute~~  

W- >,   32 B: /ch/1/mute~~ ,sfi~~~~ 1~~~[1.0000] [     1]   
W- >,   32 B: 2f63682f312f6d7574650000 2c73666900000000310000003f800000 00000001 

 

It should be noted that WING will accept both OSC path or hash data as representing nodes or 

parameters; Indeed, all nodes and parameters in the console are assigned a binary address (a hash) as 

explained in the chapter on native interface to the console. For example, the channel 1 mute command 

above can be sent as OSC Address Patterns  

/ch/1/mute~~ , as shown or /#f50f69f8~~ , and would return the same data as shown above. 0xf50f69f8  is 

ǘƘŜ ƘŀǎƘ ŦƻǊ ŎƻƳƳŀƴŘ ά/ƘŀƴƴŜƭ м ƳǳǘŜέΦ ¢ƘŜ Ŧǳƭƭ ǎŜǘ ƻŦ ²LbD ƘŀǎƘ ǾŀƭǳŜǎ Ŏŀƴ ōŜ ŘƛǎŎƻǾŜǊŜŘ ōȅ 

recursively traversing the JSON tree of WING nodes/commands, using the native binary interface or OSC 

protocol, but it is generally more convenient to use the more standard OSC node notation, rather than 

hexadecimal hash values to address the console features. 

 

Receiving OSC data on a specific port 
Some OSC programs will request that data is returned on a specific port rather than being sent back to the 

port used by the requesting client for sending data. In order to enable this capability, WING OSC includes 

an optional, special notation for all OSC commands: 

Any OSC command can be prefixed with the /%<port> , with <port>  in the form ά12345έ ǘƻ ŜƴŀōƭŜ ǊŜŎŜƛǾƛƴƎ 

the expected answer onto the specified port number. For example, the OSC request: 

- >W,   20 B: /%10027/ch/1/mute~~~  

 

Will receive the expected reply from WING on port 10027, as shown below, using a sniffer program on 

said port. The IP does not change. 
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Writing (Set) Parameter and Node data 

Single Parameters 
OSC can also be used to set or modify WING data. Taking the fader and mute examples above, we can 

modify their respective data using OSC commands, sending string, big-endian int32 or big-endian float32 

with the corresponding OSC Type Tag following the OSC Address Pattern respective of the parameter to 

change. 

Individual parameters can be strings, integer or floats; WING OSC server implementation enables to use 

several data types and will manage the conversion to ensure proper value setting inside the console. For 

example, fader position is a floating-point internal value. It can be set as a string or a float using the 

following OSC commands (in this example setting channel 2 fader position to -2 or -3dB): 

- >W,   20 B: /ch/2/fdr~~~,s~~ - 2~~ 
- >W,   12 B: /ch/2/fdr~~~  

W- >,   36 B: /ch/2/fdr~~~,sff~~~~ - 2.0~~~~[0.7000][ - 2.0000]  

 

- >W,   20 B: /ch/2/fdr~~~,f~~[ - 3.0000]  

- >W,   12 B: /ch/2/fdr~~~  
W- >,   36 B: /ch/2/fdr~~~,sff~~~~ - 3.0~~~~[0.6750][ - 3.0000]  

 

Node Data 
WING nodes can also be used to set multiple values with using a single OSC ά/έ command, and offer a 

simple yet effective way to navigate within the hierarchical structure of JSON data. Say you want/need to 

set -fader and mute values to -1 dB, 0 dB, OFF and ON for channels 1 and 2; This can be achieved in a 

single OSC request using the following syntax: 

- >W,   44 B: /~~~,s~~/ch.1.fdr= - 1,mute=0,.2.fdr=0,mute=1~  

 

Or setting channel 1 fader and mute values to 10 dB and ON, and setting bus 1 fader to 5 dB: 

- >W,   44 B: /~~~,s~~/ch.1.fdr=10,mute=1,/bus.1.fdr=5~~~~  

 

As shown ŀōƻǾŜΣ ŜŀŎƘ ǇŀǊŀƳŜǘŜǊ ƎǊƻǳǇ ƛǎ ǎŜǇŀǊŀǘŜŘ ōȅ ŀ Ψ,Ω ŎƘŀǊŀŎǘŜǊΣ ǘƘŜ Ψ/Ω ŎƘŀǊŀŎǘŜǊ ǊŜǇǊŜǎŜƴǘǎ ǘƘŜ 

Ǌƻƻǘ ƻŦ ǘƘŜ W{hb ǇŀǊŀƳŜǘŜǊ ǘǊŜŜΣ ŀƴŘ Ψ.Ω characters are used to navigate up and down within the JSON 

parameter tree.  

The console will reply with / * ~~,s~~OK~~ if the command was accepted, or one of the following: 

/ * ~~,s~~NODE NOT FOUND~~ 

/ * ~~,s~~VALUE ERROR~~~~~ 
/ * ~~,s~~BUFFER OVERFLOW~ 

/ * ~~,s~~NODE IS NOT PAR~ 
/ * ~~,s~~INCOMPLETE DATA~ 

 if an error occurred during the execution of the command. 
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- >W,   12 B: /ch/1/fdr~~~  

W- >,   32 B: /ch/1/fdr~~~,sff~~~~ - oo~[0.0000][ - 144.0000]  
- >W,   12 B: /ch/1/mute~~  

W- >,   32 B: /ch/1/mute~~,sfi~~~~1~~~[1.0000][     1]  

- >W,   12 B: /ch/2/fdr~~~  

W- >,   32 B: /ch/2/fdr~~~,sff~~~~ - oo~[0.0000][ - 144.0000]  
- >W,   12 B: /ch/2/mute~~  

W- >,   32 B: /ch/2/mute~~,sfi~~~~0~~~[0.0000][     0]  

 

- >W,   44 B: /~~~,s~~/ch.1.fdr= - 1,mute=0,.2.fdr=0,mute=1~  

W- >,   12 B: / * ~~,s~~OK~~ 

 

- >W,   12 B: /ch/1/fdr~~~  

W- >,   36 B: /ch/1/fdr~~~,sff~~~~ - 1.0~~~~[0.7250][ - 1.0000]  
- >W,   12 B: /ch/1/mute~~  

W- >,   32 B: /ch/1/mute~~,sfi~~~~0~~~[0.0000][     0]  

- >W,   12 B: /ch/2/fdr~~~  

W- >,   32 B: /ch/2/fdr~~~,sff~~~~0.0~[0.7500][0.0000]  
- >W,   12 B: /ch/2/mu te~~  

W- >,   32 B: /ch/2/mute~~,sfi~~~~1~~~[1.0000][     1]  

 

Nodes can also be located deeper in the JSON structure tree. For example, changing a single parameter in 

ǘƘŜ ƴƻŘŜ ŎƘŀƴƴŜƭ м ώέ/ch/1 έϐ Ŏŀƴ ōŜ ŘƻƴŜ ŀǎ ǎƘƻǿƴ ōŜƭƻǿΥ 

- >W,   20 B: /ch/1~~~,s~~fdr=3~~~  

W- >,   16 B: /ch/1 * ~~,s~~OK~~ 

 

- >W,   12 B: /ch/1/fdr~~~  

W- >,   32 B: /ch/1/fdr~~~,sff~~~~3.0~[0.8250][3.0000]  

- >W,   12 B: /ch/1/mute~~  
W- >,   32 B: /ch/1/mute~~,sfi~~~~0~~~[0.0000][     0]  

 

The OSC command is replied to with an OK status if execution went well; error messages can be returned 

too, as explained earlier. 

 

The same type of command can be used to set/change several parameters at once; For example, fader 

and mute values of channel 1 can be done as follows: 

- >W,   28 B: /ch/1~~~,s~~fdr=4,mute=1~ ~~~ 
W- >,   16 B: /ch/1 * ~~,s~~OK~~ 

 

- >W,   12 B: /ch/1/fdr~~~  
W- >,   32 B: /ch/1/fdr~~~,sff~~~~4.0~[0.8500][4.0000]  

- >W,   12 B: /ch/1/mute~~  

W- >,   32 B: /ch/1/mute~~,sfi~~~~1~~~[1.0000][     1]  
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OSC: Special Cases 

Dynamic JSON Structure changes 
As parameters get changed on the WING console, its JSON structure tree evolves to reflect the change; 

This can be a specific parameter that when changing to an ON state, offers new capabilities in the audio 

chain, or in the way the console will react. 

It is also typical of effects and plugins: WING consoles support the dynamic allocation of effect or plugins, 

generating large changes within the default JSON tree. As already mentioned, WING nodes are a great 

way to list the parameters available for a given effect and therefore be able to get and possibly set effect 

parameter values.  

The WING effects and plugins, and their respective parameters are listed later in this document5. 

 

The OSC commands below show how you can access effects slots, allocate an effect and list parameters 

and later modify effect parameter values. 

Accessing effects with currently no effect loaded in effect slot 1, listing the effect Node: 

- >W,    4 B: /fx~  

W- >,   88 B: 
/fx~,ssssssssssssssss~~~1~~~2~~~3~~~4~~~5~~~6~~~7~~~8~~~9~~~10~~11~ ~12~~13~~14~~15~~16~~ 

- >W,    8 B: /fx/1~~~  
W- >,   60 B: /fx/1~~~,ssssss~mdl~fxmix~~~$esrc~~~$emode~~$a_chn~~$a_pos~~  

- >W,   12 B: /fx/1/mdl~~~  

W- >,   24 B: /fx/1/mdl~~~,s~~NONE~~~~  

 

Loading a PIA effect in effect slot 1: 

- >W,   20 B: /fx/1/mdl~~~,s~~pia~  
- >W,   12 B: /fx/1/mdl~~~  

W- >,   20 B: /fx/1/mdl~~~,s~~PIA~  

 

PIA effect is now loaded, listing the effect Node gives a different set of parameters: 

- >W,    8 B: /fx/1~~~  

W- >,  120 B: 

/fx/1~~~,ssssssssssssssssss~mdl~fxmix~~~$esrc~~~$emode~~$a_chn~~$a_pos~~m ix~g~~~31~~63~~125~250

~500~1k~~2k~~4k~~8k~~16k~ 

 

We can now get/set effect 1 PIA parameters, for example the 125Hz band: 

- >W,   12 B: /fx/1/125~~~  

 

5 tƭŜŀǎŜ ǊŜŦŜǊ ǘƻ ǘƘŜ ά9ŦŦŜŎǘǎέ ǇŀǊŀƎǊŀǇƘ 
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W- >,   32 B: /fx/1/125~~~,sff~~~~0.0~[0.5000][0.0000]  

 

The 125Hz band is at 0dB, change it to 10dB and verify the change: 

- >W,   20 B: /fx/1/125~~~,f~~[10.000]  
- >W,   12 B: /fx/1/125~~~  

W- >,   36 B: /fx/1/125~~~,sff~~~~10.0~~~~[0.9233][10.000]  

 

 

h{/ ¢ŀƎ ¢ȅǇŜ ΨōƭƻōΩ ǳǎŜ 
²LbD h{/ ǎŜǊǾŜǊ ƛƳǇƭŜƳŜƴǘŀǘƛƻƴ ǎǳǇǇƻǊǘǎ ǘƘŜ ΨōƭƻōΩ h{/ ¢ŀƎ ǘȅǇŜΣ ŜƴŀōƭƛƴƎ ǘƘŜ ǳǎŜ ƻŦ ΨƴŀǘƛǾŜΩ 

commands6 within OSC, making it is possible with the proper information at hand to send and receive 

binary data. 

 

An alternative to standard node requests (such as the request on root below) is to use blob. 

- >W,    4 B: /~~~  

W- >,  116 B: 
/~~~,sssssss sssssssss~~~$stat~~~cfg~$syscfg~io~~ ch~~aux~bus~main~~~~mtx~dca~mgrp~~~~fx~~cards~~

~play~~~~rec~$ctl~~~~  

 

Blob types typically apply on WING nodes in order to retrieve the internal binary equivalent of the JSON 

tree level respective of a WING node.  

Shown below is a request at root level using the native commands part of the blob data [all bytes sent 

shown as hex data] 

 

/  ,b  ddde 

 

Data actually sent (in hex): - >W,   16 B: 2f000000 2c62000000000002ddde0000 

²LbDΩǎ ǊŜǇƭȅ ƛǎΥ 

W- >,  376 B: /~~~,b~~361 bytes: 

df 001497a0043900000524737461740553544154450000df 000dedca7af9000003636667000000 df 0011f89818a6000

00724737973636667000000df 000f294f7794000002696f03492f4f0000 df 001370b101390000026368074348414e4e
454c0000df 00188fa3078d000003617578 0b415558204348414e4e454c0000df 0010f46c185e0000036275730342555

30000df 001204d3a3a80000046d61696e044d41494e0000df 0013f82a5af20000036d7478064d41545249580000 df 00
10e313aeff000003646361034443410000 df 0018d252398b0000046d6772700a4d5554452047524f55500000df 00134

73c9134000002667807454646454354530000df 001eb4296fc900000563617264730f455850414e53494f4e20434152

 

6 Detailed information on native commands is provided in a separate document 
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44530000df 001457297a28000004706c617906504c415945520000df 0015fab1762c000003726563085245434f52444

5520000df 0015cbb951430000042463746c07434f4e54524f4c0000de~~~  

 

Lots of iƴŦƻǊƳŀǘƛƻƴ ŀǊŜ ǊŜǘǳǊƴŜŘ ŜƛǘƘŜǊ ŀǎ ǎǘǊƛƴƎΣ ƻǊ ƳƻǊŜ ƻŦǘŜƴ ŀǎ ōƭƻōΦ Lƴ ǘƘŜ ǊŜǇƭȅ ŀōƻǾŜΣ ŀŦǘŜǊ ŜŀŎƘ ΨdfΩ 

byte is a data length on two bytes, immediately followed by the binary address (the hash) where a node, 

parameter, or subtree data can be found. For example the subtree entry for channel (/ch ) can be found at 

address/hash 70b10139 

 

An example on retrieving the DAW node (hash is df17c242 , part of the $ctl  subtree) is shown below. 

Sending the OSC blob : 

/$ctl/daw ,b ddde , or  

/ ,b d7df17c242ddde  

Respectively translate in the following binary data being sent to the console: 

- >W,   24 B: 2f2463746c2f6461770000002c62000000000002ddde0000 or 

- >W,   20 B: 2f0000002c62000000000007d7df17c242ddde00  

To which the console replies with (it can also reply with one of the errors listed earlier in the OSC 

chapters): 

W- >,  764 B: /$ctl/daw~~~,b~~744 bytes: 
df001e 3cb129d50000026f6e0a44415720454e41424c4500400000000000000001df0024 4e5c7f34 000004636f6e6e0

a434f4e4e454354494f4e005000020344494e000355534200df0023 e5681680000004656d756c09454d554c4154494f
4e00500002034d4355000348554900df006d42701ca9000006636f6e666967000050000402434314435553544f4d204

34f4e54524f4c53204f4e4c59044d5354520a53494e474c45204d4355084d535452314558540e4d4355202b20455854
454e444552084d53545232455854114d4355202b20327820455854454e444552df002aae1538a400000463637570145

5534520555050455220434320464f522044415700400000000000000001df0093 892e512d000006707265736574124c
415354204c4f414445442050524553455400500008012d012d0663756261736506435542415345046c697665044c495

645066c6f67696378074c4f4749432058066e75656e646f064e55454e444f0870726f746f6f6c730950524f20544f4f
4c5306726561706572065245415045520973747564696f6f6e650a53545544494f204f4e45df001b beefaeab 0000032

46f6e06444157204f4e00400000000000000001df0023 9631559f 0000062462706167650b425554544f4e2050414745

00400000000000000004df002d012dc5460000092462746e746f7563681242544e53454c20464144455220544f55434

800400000000000000001df0026775c19c20000082462746e76706f740c42544e53454c20562d504f54004000000000
00000001df0029 42aeb92800000a2462746e7265637264790d42544e53454c205245435244590040000000000000000

1df0025 fccfbe07 0000082462746e6175746f0b42544e53454c204155544f00400000000000000001df0026 85cdce3f
0000082462746e7673656c0c42544e53454c20562d53454c00400000000000000001df002915abd96800000a2462746

e696e736572740d42544e53454c20494e5345525400400000000000000001de 

The above is more difficult to read than the more standard way of retrieving the node, but contains more 

information: 

- >W,   12 B: /$ctl/daw~~~  

W- >,  156 B: 
/$ctl/daw~~~,ssssssssssssss~on~~conn~~~~emul~~~~co nfig~~ccup~~~~preset~~$on~$bpage~~$btntouch~~

~$btnvpot~~~~$btnrecrdy~~$btnauto~~~~$btnvsel~~~~$btninsert~~  

 

Matching the two representations tell us that: 
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daw/on is at binary address 3cb129d5,  

daw/conn  at 4e5c7f34 ,  

daw/emul  at e5681680,  

daw/config  at 42701ca9,  

daw/ccup  at ae1538a4,  

daw/preset  at 892e512d,  

daw/$on at beefaeab ,  

and so on (highlighted values above). 

 

We can also use the blob Type Tag to execute native/binary commands. Using for example the daw/$on 

hash/binary address value of beefaeab , we can set the console in and out of DAW mode, as if one would 

have pressed the DAW button. 

For example, sending any of the following commands will set DAW mode ON: 

- >W,   24 B: /~~~,b~~12 bytes: d7beefaeab d400000001ddde 

- >W,   28 B: /$ctl/ daw/$on~~~,b~~3 bytes: 01ddde~  

 

In the binary data sent with the line above, the segment d400000001 is equivalent to asking the value of 

the parameter to be set using a 32bit integer with value 1.  

 

The following lines are requesting to turn OFF DAW mode: 

- >W,   24 B: /~~~,b~~12 bytes: d7beefaeab d400000000ddde 

- >W,   28 B: /$ctl/daw/$on~~~,b~~3 bytes: 0 0ddde~  

 

In both blob Type Tag commands above, the console replies with a blob. Depending on the cases, it can 

also return strings. 

 

The Tag Type blob can also be used to retrieve the status/value of WING parameters when using the 

ƴŀǘƛǾŜ ŎƻƳƳŀƴŘ ΨŘŀǘŀ ǊŜǉǳŜǎǘΩΤ Lƴ ŀƴ ŜȄŀƳǇƭŜ ōŜƭƻǿΣ ǎǘƛƭƭ ǳǎƛƴƎ ǘƘŜ 5!² hb ǎǘŀǘŜΣ ǿŜ Ŏŀƴ ƎŜǘ ǘƘŜ Řŀǘŀ 

using the following command: 

/$ctl/daw/$on ,b dc  

- >W,   28 B: 2f2463746c2f 6461772f246f6e0000002c62000000000001dc000000  

 

WING returns the following which includes the hash value for /$ctl/daw/$on  and the current value (WING 

native coding) for the parameter: 00 

/$ctl/daw/$on~~~,b~~7 bytes: d7 beefaeab 00de ~  

W- >,   32 B: 2f2463746c2 f6461772f246f6e0000002c62000000000007d7 beefaeab 00de00 
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Detailed information on the native / binary interface to WING and data value coding is provided in a 

separate document. 

 

Subscribing to OSC Data 
There are two main types of subscription: binary or OSC messages.  

At the time of this document, subscriptions are valid for all OSC WING messages only, and a maximum of 1 

subscription can be active at any time, provided to the last requestor. 

Subscriptions must be renewed every 10 seconds  in order to keep alive. 

/*b~  will enable receiving unsolicited binary messages 

Binary messages are formatted exactly as the binary/native interface and therefore can be sent back to 

the console with no change. 

/*s~  will request OSC messages 

OSC messages are received as triplets of data, as presented above7; Sending back data to WING will 

require to select one of the (up to) о ǇŀǊŀƳŜǘŜǊǎ ǊŜŎŜƛǾŜŘΣ ŘŜǇŜƴŘƛƴƎ ƻƴ ǘƘŜ ŎƘƻǎŜƴ ŦƻǊƳŀǘΦ ¢ƘŜ ΨǎǘǊƛƴƎΩ 

argument will always work for all messages). 

 

Using the simple forms of subscription requests will provide data from the console to the requesting 

IP/port. It is possible to redirect the data received from WING by prefixing the commands with a port 

specifier element such as shown below: 

/%23456/*b ~~ will subscribe to binary messages, being sent by WING to port 23456.  

 

  

 

7 wŜŦŜǊ ǘƻ ά²ǊƛǘƛƴƎ ό{Ŝǘύ tŀǊŀƳŜǘŜǊ ŀƴŘ bƻŘŜ ŘŀǘŀέΣ ǇŀǊŀƎǊŀǇƘ άSingle Parametersέ 
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Effects and Plugins 
WING comes with an impressive number of effects, plugins and emulations that can be used on any 

channel without costing any FX slots. In every channel, Gate, EQ Compressor can take different processing 

models you can organize and change on the fly. The following pages below present the different effects 

and their parameters. 

Plugins 
Plugins entries are directly included with channels, busses, etc. and can either default to WING standard 

algorithms or adapt to alternative plugins to color your sound or fit your taste when it comes to mixing. 

Plugins are showing under the main JSON structure, only when instantiated. WING Channel audio engines 

enable 4 sorts of plugins: Filter, Gate, EQ and Dynamics. Bus, Main and Matrix audio engines support EQ 

and Dynamics plugins. 

 

The choice of plugin is represented by the name (or model) of the plugin, as set under the respective 

άmdlέ ǘƻƪŜƴΤ !ŦǘŜǊ ŀ ŎƻƴǎƻƭŜ ǊŜǎŜǘΣ the default channel Filter, Gate, EQ and Dynamics plugins will be  

άTILTέΣ άGATEέΣ άSTDέΣ  ŀƴŘ άCOMPέΣ ǊŜǎǇŜŎǘƛǾŜƭȅΣ ŀƴŘ ǘƘŜǎŜ Ŏŀƴ ōŜ ŎƘŀƴƎŜŘ ǘƻ ƻƴŜ ƻŦ ǘƘŜ ƳǳƭǘƛǇƭŜ ǇƭǳƎƛƴǎ 

available within the console (respecting the category they apply to of course). 

 

The choice of plugin is represented by the name (or model) of the plugin, as set under the respective 

άmdlέ ǘƻƪŜƴΤ ŀǳǘƘƻǊƛȊŜŘ ǾŀƭǳŜǎ ŀǊŜΥ 

 

Filters: 

TILT EQ, MAXER, AP 90, AP 180  

 

Gates: 

GATE/EXPANDER, DUCKER, EVEN 88 GATE, SOUL 9000 GATE, DRAW MORE 241, BDX902 DEESSER, 

WAVE DESIGNER, DYNAMIC EQ, SOUL WARMTH PRE, 76 LIMITER AMP, LA LEVELER, AUTO RIDER 

 

Equalizers: 

WING EQ, SOUL ANALOGUE, EVEN 88 FORMANT, EVEN 84, FORTISSIMO 110, PULSAR, MACH EQ4 
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Compressors: 

WING COMPRESSOR, WING EXPANDER, BDX 160 COMP, BDX 560 EASY, DRAW MORE COMP, EVEN 

COMP/LIM, SOUL 9000, SOUL BUS COMP, RED3 COMPRESSOR, 76 LIMITER AMP, LA LEVELER, FAIR 

KID, ETERNAL BLISS, NO- STRESSOR, WAVE DESIGNER, AUTO RIDER 

Effects 
Effects nodes are part of the main JSON structure, under the fx.n  names, with Îƙ ǁʦƛʦʫǂ representing the 

16 effects slots available for simultaneous use in the WIN audio processing. These 16 slots are divided in 

two sets of slots: 1-8 and slots 9-16 dedicated to premium effects and standard effects, respectively. As 

one can expect, premium effect slots can be running standard effects too. 

 

As in the case of plugins, the choice of effect is represented by the name (or model) of the effect, as set 

under the rŜǎǇŜŎǘƛǾŜ άmdlέ ǘƻƪŜƴΤ ŀǳǘƘƻǊƛȊŜŘ ǾŀƭǳŜǎ ŀǊŜΥ  

 

Premium 

NONE, EXTERNAL, HALL REVERB, ROOM REVERB, CHAMBER REVERB, PLATE REVERB, CONCERT REVERB, 
AMBIENCE, VINTAGE ROOM, VINTAGE REVERB, VINTAGE PLATE, GATED REVERB, REVERSE REVERB, 

ELAY/REVERB, SHIMMER REVERB, SPRING REVERB, DIMENSION CRS, STEREO CHORUS, STEREO 
FLANGER, STEREO DELAY, ULTRATAP DELAY, TAPE DELAY, OILCAN DELAYB, BD DELAY, STEREO 

PITCH, DUAL PITCH, VSS3 REVERB,  

 

Standard 

NONE, EXTERNAL, GRAPHIC EQ, PIA 560 GEQ, C5- COMBINATOR, DOUBLE VOCAL, PRECISION 
LIMITER, 2 - BAND DEESSER, ULTRA ENHANCER, EXCITER, PSYCHO BASS, ROTARY SPEAKER, PHASER, 

TREMOLO/PANNER, TAPE MACHINE, MOOD FILTER, BODYREZ, SUB OCTAVER, PICH FIX, RACK AMP, UK 
ROCK AMP, ANGEL AMP, JAZZ CLEAN AMP, DELUXE AMP, SOUL ANALOGUE, EVEN 88 FORMANT, EVEN 

84, FORTISSIMO 110, PULSAR, MACH EQ4 

 

Effects can be used as dedicated inserts at two defined location within the audio path: pre and post xxx. 

If an effect is part of a channel insert, assigning the effect to a different channel will remove the effect 

from its previous channel assignment. In order to create a more traditional effect bus, WING requires to 

dedicate one of the channels to the operation; Channels that want to use the effect bus can the send their 

audio (or a part of it) to the channel that carries the effect, creating an effect mix bus that will apply the 

same effect to several sources mixed into the effect channel and provide the resulting effect as a 

traditional effect return that can be routed to a bus. 
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As for the case of plugins, Effect types/engines are represented by their respective model name under the 

άmdlέ ǘŀƎΣ ŜƴŀōƭƛƴƎ ǘƘŜ ǎŜƭŜŎǘƛƻƴ όƭƻŀŘƛƴƎύ ƻŦ ŀ ǎǇŜŎƛŦƛŎ ƛƴ ƻƴŜ ƻŦ ǘƘŜ мс ŀǾŀƛƭŀōƭŜ ŜŦŦŜŎǘ ǎƭƻǘǎΦ 

 

The JSON tree dedicated to effects has the following structure: 

ƧÆØƨƙ ǅ 
 Ƨʬƨƙ ǅ 
  ƧÍÄÌƨƙ Ƨ./.%ƨƗ 
  ƧÆØÍÉØƨƙ ʬʩʩ 
 }  

ƧʭƨƛƧʬʱƨƙ ǅǆ 
}  

 

In fact, there are a few more, read-only8 elements in the actual WING structure of a non-affected effect 

slot, resulting in the following JSON structure: 

ƧÆØƨƙ ǅ 
 Ƨʬƨƙ ǅ 
  ƧÍÄÌƨƙ Ƨ./.%ƨƗ 
  ƧÆØÍÉØƨƙ 100,  
  Ƨ$esrcƨƙ ʩƗ ÅØÔÅÒÎÁÌ ÓÏÕÒÃÅƙ ǁʩƛʯʩʩǂ 
  Ƨ$emodeƨƙ -Ɨ external mode: Mono, Stereo, Mid/Side  
  Ƨ$a_chnƨƙ ʩƗ ÁÓÓÉÇÎ ÃÈÁÎÎÅÌƙ ǁʩƛʲʱǂ 
  Ƨ$a_posƨƙ ʩ assign position:  0, 1]  
 }  

ƧʭƨƛƧʬʱƨƙ ǅǆ 
}  

 

Once an effect is assigned to a slot, the JSON structure for the respective slot is extended to include the 

ǇŀǊŀƳŜǘŜǊǎ ŦƻǊ ǘƘŜ ŀǎǎƛƎƴŜŘ ŜŦŦŜŎǘΦ CƻǊ ŜȄŀƳǇƭŜΣ ƛƴǎǘŀƭƭƛƴƎ ǊŜǾŜǊō ŜŦŦŜŎǘ άROOMέ ƛƴ ŜŦŦŜŎǘ ǎƭƻǘ р ǿƛƭƭ ǊŜǎǳƭǘ ƛƴ 

the following update to the JSON of effect 5: 

ƧÆØƨƙ ǅ 
ƛ 

 Ƨʰƨƙ ǅ 
  ƧÍÄÌƨƙ ƧROOMƨƗ 
  ƧÆØÍÉØƨƙ ʬʩʩ 
  ƧʟÅÓÒÃƨƙ ʩƗ ǁʩƛʯʩʩǂ 
  ƧʟÅÍÏÄÅƨƙ -Ɨ [M, ST, M/S]  
  ƧʟÁʓÃÈÎƨƙ ʩƗ [0, 1]  
  ƧʟÁʓÐÏÓƨƙ ʩƗ [0, 1]  
  Ƨpdel ƨƙ  pre - delay  
  Ƨsize ƨƙ  room size  
  Ƨdcyƨƙ  decay 
  Ƨmult ƨƙ  bass multiplier  
  Ƨdampƨƙ  damping 
  Ƨlc ƨƙ  low cut  
  Ƨhcƨƙ  high cut  
  Ƨshpƨƙ  shape 
  Ƨsprdƨƙ  spread  
  Ƨdiff ƨƙ  diffusion  
  Ƨspin ƨƙ  spin  
  Ƨecl ƨƙ  echo left  
  Ƨecrƨƙ  echo right  
  Ƨefl ƨƙ  feed left  

 

8 Read-ƻƴƭȅ W{hb ŜƭŜƳŜƴǘǎ ǎǘŀǊǘ ǿƛǘƘ ŀ ΨϷΩ ŎƘŀǊŀŎǘŜǊ 
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  Ƨefr ƨƙ  feed right  
 }  

ƛ 
}  

 

Each available effect is a sort of program including a set of dedicated parameters. When choosing a 

specific effect, the effect program is instantiated in one of the available slots and its parameters are 

mapped to the main Jason parameters lists for that particular effect slot, thus enabling for example up to 

16 different copies9 of the same effect to be active on every effect slots, with differentiated parameters 

for each slot. 

The tables below will list the effect names and parameters, and the parameter types associated with each 

known effect. 

 

  

 

9 For standard effects, 8 for premium effects 
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9ŦŦŜŎǘǎ ŀƴŘ tƭǳƎƛƴǎΩ tŀǊŀƳŜǘŜǊǎ ƭƛǎǘ 
In the (long) tables below, we list all known/exposed effects and plugins available with the WING digital 

console, along with their name, type, and min/max/step/list values; We therefore present Standard 

Effects, Premium effects, Filter Plugins, Gate Plugins, EQ Plugins, and Compressor Plugins. 

Standard effects 
 

 None 

 0 ƧÍÄÌƨ:   NONE  

  

 

External 

 0 ƧÍÄÌƨ:   EXT  
 1 ƧÅÇÒÐƨ:  str [OFF, LCL, AUX, A, B, C, SC,  
               USB, CRD, MOD, PLAY, AES] ext grp  

 2 ƧÅÉÎƨƙ   ÉÎÔ ǁʬƛʱʯǂ ÅØÔ ÉÎ 
 3 ƧÅÍÏÄÅƨ: str [M, ST, M/S] ext mode  

 4 ƧÌÁÔƨƙ   ÉÎÔ ǁʩƛʭʩʩǂ ÌÁÔÅÎÃÙ 
 5 ƧÔÒÉÍƨ:  linf [ - 18, 18, 361] dB, trim  

  

 

Graphic EQ 

 0 ƧÍÄÌƨ:  GEQ  

 1 ƧÔÙÐÅƨ: str [STD, TRU] geq type  
 2 Ƨʭʩƨ:   linf [ - 15, 15, 121] dB  

 3 Ƨʭʰƨ:    linf [ - 15, 15, 121] d B 
 4 Ƨʮʬƨ:    linf  [ - 15, 15, 121] d B 

 5 Ƨʯʩƨ:   linf [ - 15, 15, 121] d B 
 6 Ƨ50ƨ:    linf [ - 15, 15, 121] d B 

 7 Ƨ63ƨ:   linf [ - 15, 15, 121] d B 

 8 Ƨ80ƨ:   linf [ - 15, 15, 121] d B 

 9 Ƨ100ƨ:  linf [ - 15, 15, 121] d B 

10 Ƨ125ƨ:  linf [ - 15, 15, 121] d B 
11 Ƨ160ƨ:  linf  [ - 15, 15, 121] d B 

12 Ƨ200ƨ:  linf [ - 15, 15, 121] d B 
13 Ƨ250ƨ:  linf [ - 15, 15, 121] d B 

14 Ƨ315ƨ:  linf [ - 15, 15, 121] d B 

15 Ƨ400ƨ:  linf [ - 15, 15, 121] d B 

16 Ƨ500ƨ:  linf [ - 15, 15, 121] d B 

17 Ƨ630ƨ:  linf [ - 15, 15, 121] d B 
18 Ƨ800ƨ:  linf  [ - 15, 15, 121] d B 

19 Ƨ1kƨ:   linf [ - 15, 15, 121] d B 
20 Ƨ1k25ƨ: linf [ - 15, 15, 121] d B 

21 Ƨ1k6ƨ:  linf [ - 15, 15, 121] d B 
22 Ƨ2kƨ:   linf [ - 15, 15, 121] d B 

23 ƧʭË5ƨ:   linf [ - 15, 15, 121] d B 
24 Ƨ3k15ƨ: linf [ - 15, 15, 121] d B 

25 Ƨ4kƨ:   linf  [ - 15, 15, 121] d B 

26 Ƨ5kƨ:   linf [ - 15, 15, 121] d B 
27 Ƨ6k3ƨ:   linf [ - 15, 15, 121] d B 
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28 Ƨ8kƨ:   linf [ - 15, 15, 121] d B 

29 Ƨ10kƨ:  linf [ - 15, 15, 121] d B 
30 Ƨ12k5ƨ: linf [ - 15, 15, 121] d B 

31 Ƨ16kƨ:  linf [ - 15, 15, 121] d B 

32 Ƨ20kƨ:  linf  [ - 15, 15, 121] d B 

  

 

PIA 560 GEQ 

 0 ƧÍÄÌƨ:  PIA  

 1 ƧÍÉØƨ:  linf [0, 125, 126] %, mix  
 2 ƧÇÁÉÎƨ: linf [ - 12, 12, 241] d B 

 3 Ƨʮʬƨ:   linf [ - 12, 12, 241] d B 
 4 Ƨʱʮƨ:   linf [ - 12, 12, 241] d B 

 5 Ƨʬʭʰƨ:  linf [ - 12, 12, 241] d B 
 6 Ƨʭʰʩƨ:  linf  [ - 12, 12, 241] d B 

 7 Ƨʰʩʩƨ:  linf [ - 12, 12, 241] d B 
 8 ƧʬËƨ:   linf [ - 12, 12, 241] d B 
 9 ƧʭËƨ:   linf [ - 12, 12, 241] d B 

10 ƧʯËƨ:   linf [ - 12, 12, 241] d B 

11 ƧʳËƨ:   linf [ - 12, 12, 241] d B 

12 ƧʬʱËƨ:  linf [ - 12, 12, 241] d B 

  

 

Combinator 

 0 ƧÍÄÌƨ:      C5- CMB 

 1 Ƨthr ƨ:      linf [ - 40, 0, 401] dB , threshold  
 2 ƧÇÁÉÎƨ:     linf [ - 10, 1 0, 2 01] dB , gain  
 3 ƧÒÁÔÉÏƨƙ    str [ 1.1, 1. 2,  1.3, 1.5 , 1.7,  

                    2. 0, 2. 5, 3. 0, 3. 5, 4. 0,  
                    5. 0, 7. 0, 10. 0, 100. 0] ms, ratio  

 4 ƧÓÌÏÐÅƨƙ    str [24, 48] dB/Oct, slope  
 5 ƧÂÁÎÄÓÅ Ìƨƙ ÉÎÔ ǁʬƚƚʰǂ ÓÅÌÅÃÔÅÄ ÂÁÎÄ 

 6 ƧÁÔÔƨƙ      linf [0, 20, 21] attack  
 7 ƧÒÅÌƨƙ      logf[20, 3000, 201] ms, release  
 8 ƧÁÒÅÌƨƙ     int [0, 1] auto release  

 9 ƧÓÂÃƨƙ      linf [1, 10, 10] sbc speed  
10 ƧÓÂÃÏÎƨƙ    int [0,1] sbc on  

11 ƧÔÈÒʓʬƨƙ    linf [ - 10, 10, 201] dB, 1 - THR 
12 ƧÔÈÒʓʭƨƙ    linf [ - 10, 10, 201] dB, 2 - THR 

13 ƧÔÈÒʓʮƨƙ    linf [ - 10, 10, 201] dB, 3 - THR 

14 ƧÔÈÒʓʯƨƙ    linf [ - 10, 10, 201] dB, 4 - THR 
15 ƧÔÈÒʓʰƨƙ    linf [ - 10, 10, 201] dB, 5 - THR 

16 ƧÇÁÉÎʓʬƨƙ   linf [ - 10, 10, 201] dB, 1 - GAIN 
17 ƧÇÁÉÎʓʭƨƙ   linf [ - 10, 10, 201] dB, 2 - GAIN 

18 ƧÇÁÉÎʓʮƨƙ   linf [ - 10, 10, 201] dB, 3 - GAIN 
19 ƧÇÁÉÎʓʯƨƙ   linf [ - 10, 10, 201] dB, 4 - GAIN 

20 ƧÇÁÉÎʓʰƨƙ   linf [ - 10, 10, 201] dB, 5 - GAIN 
21 ƧÂÙÐʓʬƨƙ    int[0,  1], 1 - BYP 

22 ƧÂÙÐʓ2ƨƙ    int[0,  1], 2- BYP 
23 ƧÂÙÐʓ3ƨƙ    int[0,  1], 3- BYP 
24 ƧÂÙÐʓ4ƨƙ    int[0,  1], 4- BYP 

25 ƧÂÙÐʓ5ƨƙ    int[0,  1], 5- BYP 
26 Ƨ×ÉÄÔÈʓʬƨƙ  ÌÉÎÆǁ- 50, 50, 101], 1 - XOVER 

27 Ƨ×ÉÄÔÈʓʭƨƙ  ÌÉÎÆǁ- 50, 50, 101], 2 - XOVER 
28 Ƨ×ÉÄÔÈʓʮƨƙ  ÌÉÎÆǁ- 50, 50, 101], 3- XOVER 

29 Ƨ×ÉÄÔÈʓʯƨƙ  ÌÉÎÆǁ- 50, 50, 101], 4 - XOVER 

30 Ƨ×ÉÄÔÈʓʰƨƙ  ÌÉÎÆǁ- 50, 50, 101], 5 - XOVER 
31 ƧÍÉØƨƙ      ÌÉÎÆǁʩƗ ʬʩʩƗ ʬʩʬǂƗ ÍÉØ 

ʮʭ ƧʟÂÄÓÏÌÏƨƙ  ÉÎÔ ǁʩƗ ʬǂ ÂÁÎÄ ÓÏÌÏ 
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Precision Limiter 

 0 ƧÍÄÌƨ:  LIMITER  

 1 ƧÇÉÎƨ:  linf [0, 18, 73] dB, in gain  
 2 ƧÇÏÕÔƨ: linf [ - 18, 0, 73] d B out gain  

 3 ƧÓÑÚƨƙ  ÉÎÔ ǁʩƛʬʩʩǂ ÓÑÅÅÚÅ 
 4 ƧËÎÅÅƨƙ ÉÎÔ ǁʩƛʬʩǂ ËÎÅÅ 
 5 ƧÁÇÁÉÎƨ: int  [0, 1 ] auto gain  

 6 ƧÁÔÔƨ:  linf [.05, 1, 95 ] ms, attack  
 7 ƧÒÅÌƨ:  logf  [ 20, 2000, 101 ] ms, release  

  

 

2-Band DeEsser 

 0 ƧÍÄÌƨ:  DE - S2 
 1 ƧÌÏƨ:   linf [0, 50, 51] low  

 2 ƧÈÉƨ:   linf [0, 50, 51] high  

 3 ƧÌÏÓƨ:  linf [0, 50, 51] low (s)  
 4 ƧÈÉÓƨ:  linf [0, 50, 51] high (s)  

 5 ƧÇÄÒƨ:  str [FEMALE, MALE] gender  
 6 ƧÍÏÄÅƨ: str [STEREO, MID/SIDE] mode  

  

 

Ultra Enhancer 

 0 ƧÍÄÌƨ:  ENHANCE 
 1 ƧÓÔÌÖƨ:  linf [ - 100, 100, 201] %, st lvl  

 2 ƧÌÍÆƨ:   linf [ - 100, 100, 201] %, lmf spread  
 3 ƧÌÍÖÌƨ:  linf [ - 100, 100, 201] %, mono lvl  
 4 ƧÓÔƨ:    linf [ - 100, 100, 201] %, st pan  

 5 ƧÍƨ:     linf [ - 100, 100, 201] %, mono pan  
 6 ƧÂÁÓÓƨ:  linf [0,  100, 101] %, bass gain  

 7 ƧÍÉÄƨ:   linf [0, 100, 101] %, mid gain  
 8 ƧÈÉÇÈƨ:  linf [0, 100, 101] %, high gain  

 9 ƧÇƨ:     linf [ - 112, 12, 241 ] dB , gain  
10 ƧÓÏÌÏƨ:  int  [ 0, 1 ] solo  
11 ƧÂÁÓÓÆƨ: linf [ 1, 50, 50 ] bass freq  

12 ƧÍÉÄÑƨ:  linf [ 1, 50, 50 ] mid Q 
13 ƧÈÉÇÈÆƨ: linf [ 1, 50, 50 ] high freq  

  

 

Exciter 

 0 ƧÍÄÌƨ:  EXCITER  
 1 ƧÔÕÎÅƨ:  logf [1000, 10000, 51] Hz, tune  

 2 ƧÐÅÁËƨ:  linf [0, 100, 101] %, peak  
 3 ƧÚÆÉÌÌƨ: linf [0, 100, 101] %, zfill  
 4 ƧÔÉÍÂÒÅƨ:linf [ - 50, 50, 101] timbre  

 5 ƧÈÁÒÍƨ:  linf  [0, 100, 101] %, harm 
 6 ƧÍÉØƨ:   linf [0, 100, 101] %, mix 

 7 ƧÓÏÌÏƨ:  int [0, 1] solo  
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Psycho Bass 

 0 ƧÍÄÌƨ:  P - BASS 

 1 ƧÉÎÔƨ:  linf [ - 24, 6, 61] dB, intensity  

 2 ƧÂÁÓÓƨ: linf [ - 60, 0, 121] dB, bass gain  

 3 ƧØÆƨ:   logf [32, 200. 51] Hz, X/O freq  
 4 ƧÓÏÌÏƨ:  int [0, 1] solo  

  

 

Rotary Speaker 

 0 ƧÍÄÌƨ:  ROTARY 
 1 ƧÓ×ƨ:   str [STOP, SLOW, FAST]  
 2 ƧÌÏƨ:   logf  [ .1, 3.999, 51 ] Hz, lo speed  

 3 ƧÈÉƨ:   logf  [ 4, 10, 51 ] Hz, hi speed  
 4 ƧÂÁÌƨ:   linf [ - 100, 100, 201] balance  

 5 ƧÍÉØƨ:   linf  [0, 100, 101] %, mix 
 6 ƧÄÉÓÔƨ: linf [0, 100, 101] distance  

 7 ƧÄÁÃƨ:  linf [0, 100, 101] %, drum accel  

 8 ƧÈÁÃƨ:  linf [0, 100, 101] %, horn accel  

  

 

Phaser 

 ʩ Ƨmdlƨƙ   0(!3%2 

 ʬ Ƨspdƨƙ    ÌÏÇÆ ǁ.05, 5, 201 ] Hz, speed 

 ʭ Ƨphaseƨƙ  int  [0ƛʬʳʩ] phase 

 ʮ Ƨwaveƨƙ   int  [ -ʰʩƛʰʩ] wave 
 ʯ Ƨrangeƨƙ  int  [ʭƛʴʳ] %, range  

 ʰ Ƨdepthƨƙ  int  [ʩƛʬʩʩ] %, depth  
 ʱ Ƨemodƨƙ   int  [ - 100, 100 ] % env mod 
 ʲ Ƨatt ƨƙ    logf  [ 10, 1000, 2 01] ms, attack  

 ʳ Ƨhld ƨƙ    logf  [ 10, 2000, 201 ] ms, hold  
 ʴ Ƨrel ƨƙ    logf  [ 10, 1000, 201 ] ms, release  

ʬʩ Ƨmixƨƙ    int  [ʩƛʬʩʩ] %, mix 
ʬʬ Ƨstg ƨƙ    int  [ʭƛʬʭ] stages  

ʬʭ Ƨresoƨƙ   int  ǁʩƛʳʩ] %, reso  

  

 

Tremolo Panner 

 ʩ Ƨmdlƨƙ   0!..%2 
 ʬ Ƨatt ƨƙ    ÌÏÇÆ ǁʬʩƗ ʬʩʩʩƗ ʭʩʬǂ ÍÓƗ ÁÔÔÁÃË 

 ʭ Ƨhld ƨƙ    ÌÏÇÆ ǁʬʩƗ ʭʩʩʩƗ ʭʩʬǂ ÍÓƗ ÈÏÌÄ 
 ʮ Ƨrel ƨƙ    ÌÏÇÆ ǁʬʩƗ ʬʩʩʩƗ ʭʩʬǂ ÍÓƗ ÒÅÌÅÁÓÅ 

 ʯ Ƨespdƨƙ   ÉÎÔ ǁʩƛʬʩʩǂ ˭Ɨ ÅÎÖ˸ÄÅÐÔÈ 
 ʰ Ƨedepƨƙ   ÉÎÔ ǁʩƛʬʩʩǂ ˭Ɨ ÅÎÖ˸ÄÅÐÔÈ 

 ʱ Ƨspdƨƙ    ÌÏÇÆ ǁƚʩʰƗ ʰƗ ʭʩʬǂ (ÚƗ ÓÐÅÅÄ 
 ʲ Ƨphaseƨƙ  ÉÎÔ ǁʩƛʬʳʩǂ ÐÈÁÓÅ 

 ʳ Ƨwaveƨƙ   ÉÎÔ ǁ-ʰʩƛʰʩǂ ×ÁÖÅ 

 ʴ Ƨdepthƨƙ  ÉÎÔ ǁʩƛʬʩʩǂ ˭Ɨ depth  
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Tape Machine 

 ʩ Ƨmdlƨƙ   4!0% 

 ʬ Ƨdrvƨƙ    ÌÉÎÆ ǁ- 12, 12, 97] dB, drive  

 ʭ Ƨspdƨƙ    ÌÏÇÆ ǁʲƚʰƗ ʮʩƗ ʱʰǂ 

 ʮ Ƨlowƨƙ    ÉÎÔ ǁʩƗ ʬǂ ÌÏ× ÂÕÍÐ 
 ʯ Ƨhi ƨƙ     ÉÎÔ ǁʩƗ ʬǂ ÈÉÇÈ ÓÈÅÌÖ 

 ʰ Ƨoutƨƙ    ÌÉÎÆ ǁ- 12, 12, 97] dB, out gain s s  

  

 

Mood Filter 

 ʩ Ƨmdlƨƙ   -//$ 
 ʬ Ƨfbase ƨƙ ÌÏÇÆ ǁʭʩƗ ʬʰʩʩʩƗ ʬʩʬǂ (ÚƗ ÂÁÓÅ 

 ʭ Ƨfilt ƨƙ  ÓÔÒ ǁ,0Ɨ (0Ɨ "0Ɨ ./4#(ǂ ÔÙÐÅ 
 ʮ Ƨslope ƨƙ ÓÔÒ ǁʬʭƗ ʭʯǂ ÓÌÏÐÅ 

 ʯ Ƨresoƨƙ  ÌÉÎÆ ǁʩƗ ʬʩƗ ʬʩʬǂ ÒÅÓÏ 
 ʰ Ƨdrvƨƙ   ÌÉÎÆ ǁʩƗ ʬʩƗ ʬʩʬǂ ÄÒÉÖÅ 

 ʱ Ƨenvƨƙ   ÌÉÎÆ [ - 100, 100, 201] %, env  

 ʲ Ƨatt ƨƙ   ÌÏÇÆ ǁʬʩƗ ʭʰʩƗ ʬʩʬǂ ÍÓƗ ÁÔÔÁÃË 

 ʳ Ƨhld ƨƙ   ÌÏÇÆ ǁʬƗʰʩʩƗ ʬʩʬǂ ÍÓƗ ÈÏÌÄ 

 ʩ Ƨrel ƨƙ   ÌÏÇÆ ǁʬƗʰʩʩƗ ʬʩʬǂ ÍÓƗ ÒÅÌÅÁÓÅ 
 ʬ Ƨmixƨƙ   linf [0, 10, 101] %, mix  

 ʭ Ƨlfo ƨƙ   linf  [ linf [0, 10, 101] %, lfo  
 ʱ Ƨspdƨƙ   ÌÏÇÆ [.05, 20, 301] Hz, speed  

 ʲ Ƨphaseƨƙ ÉÎÔ ǁʩƛʬʳʩǂ ÐÈÁÓÅ 
 ʳ Ƨwaveƨƙ  str  [TRI, SIN, SAW+, SAW - ,  

                 RMP, SQU, RND] lfo wave 

  

 

Bodyrez 

 0 ƧÍÄÌƨ:   BODY 
 1 Ƨbodyƨ:  linf [ 0,100,101 ] body 

  

 

Sub Octaver 

 0 ƧÍÄÌƨ:   SUB  
 1 ƧÒÎÇƨ:   str [LOW, MID, HIGH] range  

 2 ƧÏÃÔʬƨ:  linf [0,100, 101] %, octave 1  
 3 ƧÏÃÔʭƨ:  linf [0,100, 101] %, octave 2  

  

  

 

Double Vocal 

 0 ƧÍÄÌƨ:  DOUBLE 
 1 ƧÍÏÄÅƨ: str [TIGHT, LOOSE, GROUP,  
                DETUNE, THICK] mode 

 2 ƧÍÉØƨ:  linf [0,100, 101] %, mix  
 3 ƧÓÐÒÄƨ: linf [0,100, 101] %, spread  
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Pitch Fix 

 0 ƧÍÄÌƨ:  PCORR 

 1 ƧÓÐÄƨ:  linf [1, 100, 100] speed  
 2 ƧÁÍÎÔƨ: linf [0, 50, 51] amount  

 3 ƧÁʯƨ:   linf [410, 470, 601] A4 pitch  
 ʯ Ƨ_Ãƨƙ   int [0, 1]  

 ʰ Ƨ_ÄÂƨƙ  int [0, 1]  

 ʱ Ƨ_Äƨƙ   int [0, 1]  
 ʲ Ƨ_ÅÂƙƨ  int [0, 1]  

 ʳ Ƨ_e:     int [0, 1]  
 ʴ Ƨ_Æƙƨ   int [0, 1]  

ʬʩ Ƨ_ÇÂƙƨ  int [0, 1]  
ʬʬ Ƨ_Çƙƨ   int [0, 1]  

ʬʭ Ƨ_ÁÂƙƨ  int [0, 1]  

ʬʮ Ƨ_Áƙƨ   int [0, 1]  

ʬʯ ƧʓÂÂƙƨ  int [0, 1]  

ʬʰ ƧʓÂƙƨ   int [0, 1]  

  

 

Rack Amp 

 0 ƧÍÄÌƨ:  RACKAMP 

 1 ƧÐÒÅƨ:   linf  [0, 10, 101] preamp  
 2 ƧÂÕÚÚƨ:  linf [0, 10, 101] buzz  
 3 ƧÐÕÎÃÈƨ: linf [0, 10, 101] punch  

 4 ƧÃÒÕÎÃÈƨ:linf [0, 10, 101] crunch  
 5 ƧÄÒÉÖÅ   linf [0, 10, 101] drive  

 6 ƧÏÕÔƨ:   linf [0, 10, 101] out gain  
 7 ƧÌÅÑƨ:   linf [0, 10, 101] low eq  

 8 ƧÈÅÑƨ    lin f [0, 10, 101] high eq  
 9 ƧÃÁÂƨ:   int [0, 1] cab sim  

  

 

UK Rock Amp 

 0 ƧÍÄÌƨ:  UKROCK 

 1 ƧÇÁÉÎƨ:  linf [0, 10, 101] gains  
 2 ƧÂÁÓÓƨ:  linf [0, 10, 101] bass  

 3 ƧÍÉÄƨ:   linf [0, 10, 101] middle  
 4 ƧÔÒÅÂƨ:   linf [0, 10, 101] trebble  

 5 ƧÐÒÅÓ    linf  [0, 10, 101] presence  
 6 ƧÍÓÔÒƨ:  linf [0, 10, 101] master  

 7 ƧÏÕÔƨ:   linf [0, 10, 101] out gain  

 8 ƧÓÁÇƨ    linf [0, 10, 101] sag  

 9 ƧÃÁÂƨ:   int [0, 1] cab sim  
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Angel Amp 

 0 ƧÍÄÌƨ:  ANGEL  

 1 ƧÇÁÉÎƨ:  linf [0, 10, 101] gains  

 2 ƧÂÁÓÓƨ:  linf  [0, 10, 101] bass  

 3 ƧÍÉÄƨ:   linf [0, 10, 101] middle  
 4 ƧÔÒÅÂƨ:  linf [0, 10, 101] trebble  

 5 ƧÐÒÅÓ    linf [0, 10, 101] presence  
 6 ƧÍÓÔÒƨ:  linf [0, 10, 101] master  
 7 ƧÏÕÔƨ:   linf [0, 10, 101] out gain  

 8 ƧÓÁÇƨ    linf  [0, 10, 101] sag  
 9 ƧÃÁÂƨ:   int [0, 1] cab sim  

10 ƧÍÉÄÂƨ:  int [0, 1] mid boost  
11 ƧÂÒÉƨ:   int [0, 1] bright  

12 ƧÂÔƨ:    int [0, 1] bottom  

  

 

Jazz Clean Amp 

 0 ƧÍÄÌƨ:  JAZZC  
 1 ƧÖÏÌƨ:   linf [0, 10, 101] volume  

 2 ƧÂÁÓÓƨ:  linf [0, 10, 101] bass  
 3 ƧÍÉÄƨ:   linf [0, 10, 101] middle  

 4 ƧÔÒÅÂƨ:  linf [0, 10, 101] trebble  
 5 ƧÏÕÔƨ:   linf [0, 10, 101] out gain  

 6 ƧÂÒÉƨ:   int [0, 1] bright  

 7 ƧÃÁÂƨ:   int [0, 1] cab sim  

  

 

Deluxe Amp 

 0 ƧÍÄÌƨ:  DELUXE 

 1 ƧÖÏÌƨ:   linf [1, 10, 91] volume  
 2 ƧÂÁÓÓƨ:   linf [1, 10, 91] bass  

 4 ƧÔÒÅÂƨ:  linf [1, 10, 91] trebble  
 5 ƧÏÕÔƨ:   linf [1, 10, 91] out gain  

 6 ƧÓÁÇƨ:   linf [1, 10, 91] sag  
 7 ƧÃÁÂƨ:   int [0, 1] cab sim  

  

 

Soul Analogue 

 0 ƧÍÄÌƨ:  SOUL  

 1 ƧÍÉØƨ:   linf  [0, 125, 126] %, mix  
 2 ƧÌÆƨ:    linf [0, 10, 101] lo freq  

 3 ƧÌÇƨ:    linf [ - 5, 5, 101] lo gain  

 4 ƧÌÍÆƨ:   linf [0, 10, 101] lm freq  
 5 ƧÌÍÆʮƨ:  int [0, 1] lm /3  

 6 ƧÌÍÑƨ:   linf [0, 10, 101] lm q  
 7 ƧÌÍÇƨ:   linf [ - 5, 5, 101] lm gain  

 8 ƧÈÍÆƨ:   linf [0, 10, 101] hm freq  
 9 ƧÈÍÆʮƨ:  int [0, 1] hm x3  

10 ƧÈÍÑƨ:   linf [0, 10, 101] hm q  
11 ƧÈÍÇƨ:   linf [ - 5, 5, 101] hm gain  

12 ƧÈÆƨ:    linf [0, 10, 101] hf freq  
13 ƧÈÇƨ:    linf [ - 5, 5, 101] hf gain  

  




























































































